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Abstract—The software birthmarks were proposed for detecting the software theft, which is suspected a copy. The birthmark system extracts native characteristics of a program. Then, the system computes the similarity between two birthmarks. This paper proposes the reduction method of the comparison time for the birthmark system. The conventional birthmark systems did not care the comparison time. Therefore, the enormous amount of programs could not compare practically for requiring quite a huge comparison time. To solve the problem, we tackled to reduce the comparison time with the search engine. So that we introduce the pre-comparison phase into conventional birthmark procedures to narrow the defendant programs. We implemented the proposed method with Apache Solr search engine and evaluated the method. The result was shown that the method for UC birthmark dramatically reduces the comparison time 81.35%, and narrows the target programs 74.81%. On the other hand, the results were not good in the default threshold \( \varepsilon = 0.75 \) (high false negative rates \( C_{FN} = 67.01\% \), low accuracies \( M_{a} = 34.18\% \)). However, the results were improved \( C_{FN} = 21.17\% \) and \( M_{a} = 78.56\% \) in average by lowering \( \varepsilon = 0.25 \).

I. INTRODUCTION

Today, software theft has become a serious problem with BSA global software survey 2016†. In order to solve software theft, the software birthmarks were proposed by Tamada et al[1], [2]. The birthmark system extracts native characteristics as birthmarks from binary code. Generally, the stealing is concealed, and the source codes of stolen programs are never exposed. Therefore, birthmarks are proposed for comparing two binaries.

The typical scenario of birthmark is we prepare a plaintiff binary program, and many defendants binary programs. We extract birthmarks from prepared programs. The extracted birthmarks are compared to defendant birthmarks, computes similarities. Detected similar programs are, in other words, suspected copied programs.

Birthmarks are good concepts for detecting the thefts; however, birthmarks have several problems. One of the problems is that practical use of birthmarks was not discussed. Considering the practical use, birthmarks require fast comparison for scaling up to the huge defendants. The previous birthmarks were focused on the detection accuracy of the suspected copies. This paper focuses on the comparison speed for scaling up defendants’ programs.

Tsuzaki et al. proposed to reduce the comparison time of birthmarks with fuzzy hashing[3]. The key idea of their method is employed roughly comparison of fuzzy hashed birthmark information. The background of their idea supposes that the majority of programs are innocent in the real world. Therefore, the rough comparison is enough to narrow defendants. Narrowing the defendants enables to compare the more large scale defendants. This paper shares the background and employs rough comparison method to narrow the defendants.

To reduce the comparison time of birthmarks, we introduce the new phase, called pre-comparison phase, between the extraction phase, and comparison phase in the previous birthmark system. The most important purpose of pre-comparison phase is to exclude a clearly innocent program from defendants. The proposed method accepts false positives (incorrectly detected innocent program) since further investigation will be conducted in comparison phase.

The proposed method has several nice side-effects. The one of effect is to define the request and response format. The previous birthmark systems did not define the request and response formats. We employ the search engine in the pre-comparison phase. By using the search engine we post a request and obtain a response. The request and the response formats are defined in the search engine. Then, another effect is to define the request and response format. The users of the previous birthmark systems assume human since the request and the response format were not defined. The clients of the search engine allow not human, for example, a bot, another system, and etc. That is, the proposed method can be performed from other services.

The rest of this paper organized as follows. Section II describes the proposed method. Section III shows the experimental evaluation of the proposed method. Finally, section IV summarizes the paper and shows future works.

II. THE PROPOSED METHOD

A. The Definition of Software Birthmarks

Before describing the proposed method, we explain the definition of software birthmarks. The software birthmarks are defined as follows by Tamada et al[1], [2].

Definition 1 (Birthmark): Let \( p \) and \( q \) be given programs. Further, let \( f(p) \) be a set of characteristics extracted from \( p \) by a given method \( f \). If the conditions below are met, \( B(p) = f(p) \) is said to be a birthmark of \( p \).

Condition 1: \( f(p) \) is obtained from only program \( p \).  
Condition 2: If \( q \) is a copy of \( p \), then \( B(p) = B(q) \).

Condition 1 indicates that a birthmark is an information necessary for running \( p \) and is not additional information. In other words, birthmark does not require additional information.
in the method of a software watermark. Condition 2 indicates that the same birthmark can be obtained from a copied program. If birthmarks $B(p)$ and $B(q)$ are different, this means that $q$ is not a copy of $p$.

Two properties known as resilience and credibility should also ideally be satisfied.

Property 1 (Resilience): For a $p'$ obtained by an arbitrary transformation of $p$, $B(p) = B(p')$ is satisfied.

Property 2 (Credibility): When programs $p$ and $q$ that develop independently, $B(p) \neq B(q)$ is satisfied.

Resilience property indicates a resistance of birthmark to various types of attacks. Credibility property indicates that programs created completely independently can be differentiated even if their specifications are the same. Because birthmarks that completely satisfy both these properties are difficult to create, in practice, birthmark strength must be set appropriately at the discretion of the user.

The different types of birthmarks are proposed, which focuses on different characteristics of the program, such as control flow,[4] opcode sequences,[5] structures,[6] data flow,[7], behaviors,[8], and etc.

Additionally, similarity calculation methods were defined for almost birthmarks. The paper did not discuss each similarity calculation method. Therefore, the paper simply shows $\text{sim}(B(p), B(q))$, which computes the similarity between $B(p)$ and $B(q)$.

The similarity value for 0 means completely independent programs, and the value for 1 means the other programs are strongly suspected a copy. We should define the value of $\epsilon$ to decide the plagiarism or not. If the similarity of $B(p)$ and $B(q)$ is greater than $\epsilon$, then either $p$ or $q$ is plagiarized from the other. A typical value of $\epsilon$ is 0.75[9]. We classify the score from sim into three groups to clarify the result from similarity, shows in equation (1)[10].

$$\text{sim}(B(p), B(q)) = \begin{cases} 
\geq \epsilon & \text{copy relation} \\
1 - \epsilon & \text{no copy relation} \\
\text{otherwise} & \text{inconclusive}
\end{cases}$$

### B. Overview of the Proposed Method

The aim of the software birthmark is to detect the software theft, not to prove the theft. Therefore, the birthmark system should find similar programs from the enormous program database as the suspected copies. Then, we will conduct the further investigation to the resultant programs. The previous researches focus on the correctness of the birthmark system. The paper focuses on the speed of the birthmark system process. Because the scale of current birthmarks is a million programs at the most. In the real world, the quite large number of programs exist, and the programs are released day by day. Therefore, to reduce the time for birthmark system is helpful for the practical use.

The procedure of the birthmark system consists of extraction phase and comparison phase. In the typical scenario, the user of the birthmark system posts plaintiff program for detecting the suspected copies. The birthmark system extracts birthmark from plaintiff program and defendant programs. The defendant programs are stored in the database of the system beforehand. Next, the system computes similarities between every pair of extracted birthmarks in the comparison phase.

The system consumes time in both of extraction phase and comparison phase. To reduce the required time for the system, we focus on extraction phase. Fortunately, we can perform the extraction phase beforehand, and extracted birthmark can be stored in a database. Also, we improve the comparison phase to reduce comparison time with a search engine.

### C. The Key Idea

The search engine finds the results from enormous data sets. We consider applying the search engine for the comparison phase of the birthmark system. However, the search algorithms in the search engine are different from each birthmark comparison algorithm. Therefore, we introduce new phase, pre-comparison phase, before comparison phase. The pre-comparison phase compares birthmarks with the simple algorithm to narrow down the defendants. The results from pre-comparison phase categorized into suspected copies are still defendant. Further investigations are conducted in the comparison phase. On the other hand, the innocent programs from pre-comparison become innocent, no further investigations are conducted. Because of almost programs in the world almost innocent. The proposed method aims to remove obviously innocent program early from the defendant sets.

Besides, false negatives (undetected copies) are serious problems than false positives (incorrectly detected innocent program). Because false positives will be investigated further method, however, false negatives are never investigated. We should consider the matter to implement the pre-comparison phase.

### D. Our Pre-Comparison Phase with Search Engine

In the use of the search engine, we perform a registration step and search step. The registration step stores the extracted birthmarks into the database of the search engine. The search step accepts a request from a user and finds similar data from the database.

In order to perform the pre-comparison with a search engine, we must prepare the database to store the extracted birthmarks. For this, we collect original programs from some software repository. Then, extract birthmarks from them, and store the extracted birthmarks into the database. Recently, software repository is available in each programing language, for example, maven repository\(^2\) for Java, and rubygems\(^3\) for Ruby. Those processes are the registration step, shown in Figure 1.

Figure 2 shows the processes of search step. In the typical use case, a user posts a defendant program $p$ to our system. Next, the system extracts the birthmark from the posted program, and obtain extracted birthmark $B(p)$. Then, the system post $B(p)$ to the search engine to find similar birthmarks. The

\(^2\)https://mvnrepository.com  
\(^3\)https://rubygems.org
resultant birthmarks of the search engine are the result of the system.

E. Analysis of the Proposed Method

The sectionformulates the proposed method. At first, we define the scenario of the proposed method and the previous birthmark system.

1) Target Set: Let $P = \{p_1, p_2, ..., p_n\}$ be given programs for the proposed method. Then, let $S_i = \{B_i(p_1), B_i(p_2), ..., B_i(p_n)\}$ be extracted birthmarks from $P$ by certain birthmark extraction method $B_i(1 \leq i \leq n)$. We store $S = \{S_1, S_2, ..., S_m\}$ into the database of the search engine. For the scenario of the proposed method, the user posts a request $B_i(q)$ to the search engine, then the search engine compares elements in $S_i \epsilon S$.

2) Scenario of the proposed method: Then, let $R = \{R_1, R_2, ..., R_l\}$ be a result set of the search engine. $R_j = \{c_j, B_k(p_j), s_j\}$ contains the class name $c_j$, birthmark of $p_j$ corresponding $c_j (B_k(p_j))$, and similarity $s_j$ between $B_k(p)$ and $B_k(p_j)$ computed by the search engine ($1 \leq j \leq l$). Then, we obtain $R(B_k(p)) = \{R_1, R_2, ..., R_l\}$ by filtering $s_j \geq \epsilon$ in $R(B_k(p))(1 \leq i \leq l)$.

3) Scenario of the previous birthmark system: Let $V = \{V_1, V_2, ..., V_n\}$ be a result set of the previous birthmark system. $V_j = \{c_j, B(p_j), v_j\}$ contains the class name $c_j$, birthmark of $p_j$ corresponding $c_j (B_k(p_j))$, and similarity $v_j$ between $B_k(p)$ and $B_k(p_j)$ computed by the previous birthmark system ($1 \leq j \leq n$). Then, we obtain $V(B_k(p)) = \{V_1, V_2, ..., V_n\}$ by filtering $v_j \geq \epsilon$ in $V(B_k(p))(1 \leq j \leq n)$.

4) Metrics for evaluating the proposed method: Accuracy, precision, recall, and $f$-measure are employed for evaluating the proposed method. Before the definition of those metrics, we assume that the result of the previous birthmark system is correct. The followings are the formulation of TP (true positive), TN (true negative), FP (false positive), and FN (false negative).

For counting TP, we obtained name set $N_R$ by the extracting element of $c_j$ from each $R_i$ of $R$. $N_V$ is obtained similarly from each $V_j$ of $V$. TP count is defined as $|N_R \cap N_V|$. Next, we define $N_R$ and $N_V$. $N'$ is collecting names $n_i$ of $p_i$ from $P$. Then, we formulate $N_R = \{c_i \in N_R \mid N'\}$. Similarly, $N_V = \{c_i \notin N_V \mid N'\}$. Then, FP is collecting names appeared in $N_R$, and not appeared in $N_V$. $N$ is collecting names not appeared in $N_R$ and appeared in $N_V$. Finally, TN is counting names which are not in both $N_R$ and $N_V$ ($|N_R \cap N_V|$).

Then, accuracy $M_a$, precision $M_p$, recall $M_r$, and $f$-measure $M_f$ is defined as follows.

$$M_a = \frac{TP + TN}{TP + TN + FP + FN}$$

$$M_p = \frac{TP}{TP + FP}$$

$$M_r = \frac{TP}{TP + FN}$$

$$M_f = \frac{2M_pM_r}{M_p + M_r}$$

III. EXPERIMENTAL EVALUATION

A. Experimental Setup

We evaluated the proposed method in the following four perspectives:

1) Time for pre-comparison and comparison,
2) False positives check,
3) False negatives check, and
4) The accuracy of a search engine.

The purpose of the proposed method is to reduce total time, especially comparison time. In the first experiment, we measure the time for the comparison. The comparison time means the time required for pre-comparison phase and comparison phase. However, the accuracy of the proposed method is also important perspectives. Therefore, we also evaluated the proposed method in the perspectives of false positives (incorrectly detected innocent program), and false negatives (undetected copies). In addition, We analyze the accuracy of the proposed method. Because we consider proving accuracy not enough. Therefore, we also evaluated the proposed method in the perspectives of accuracy.

Before experiments, we prepared the experimental environment; We used Apache solr$^4$ as a search engine on a Mac Book

---

$^4$http://lucene.apache.org/solr/
Pro (OS X El Capitan with 2.7GHz Intel Core i5 CPU and 16GB RAM). Also, stigma\(^5\) was employed as the previous birthmark system. The employed birthmark methods are \(k\)-gram, and UC, and \(k\) values are from 2 to 6\([2],[5]\). Those birthmark methods are able to compare fast, since they are quite simple, even if we apply the previous method. Besides, \(\varepsilon\) was 0.75 from the previous researches\([9]\).

B. Workflow of the experiments

The workflow of the experiments is shown in Figure 3 and described as follows.

1. We choose the search target sets as ascendant 10,000 jar files, obtained from maven repository in alphabetical order\([11]\).
2. We extracted certain birthmarks from all class files in the jar files (507,707 class files).
3. Extracted birthmarks were stored in the database of the search engine.
4. We randomly chose a jar file from the maven repository for the search query. The chosen jar file was not included in the search target sets.
5. We also extracted the birthmarks from classes in the chosen jar file.
6. Each extracted birthmark was posted a request iteratively to the search engine.
7. We obtained birthmarks of the search result with a search engine.
8. We measure the similarity between posted birthmark and birthmarks of a search result with the previous birthmark system.

C. Comparison time

The section describes the evaluation for measuring comparison times. We measured the spent time for step (6), and (7). Since both steps include the pre-comparison phase, measured time is for pre-comparison phase.

The purpose of the paper is to reduce the total time for comparison. Therefore, we measured the time for comparison phase after pre-comparison phase. Hence, we collect class files from the response of the search engine (7) in Figure 3. Then, we measure the time for comparing the among the collected class files and request class files by the previous birthmark system (steps (6) to (8) in Figure 3).

Table I shows the result of the experiment. The first column represents birthmarks. The second column shows required time using the previous birthmark system. The following columns are required times of the steps (6), and (7), steps (6) to (8), and comparison speed rate. The last column represents the narrowed rate of the defendants by the proposed method.

From the result, the speed rates of \(k\)-gram birthmarks are lower than 5.5\% except for 2-gram birthmark. The speed rates of 2-gram birthmark and UC birthmark are larger than other \(k\)-gram birthmarks. However, the required time for pre-comparison and comparison phases is shorter than the previous birthmark system.

The narrowed rates of \(k\)-gram birthmarks are greatly low, less than 4\%. Unfortunately, the narrowed rate of UC birthmark is about 75\%. The narrowed rate was high, however, the total spent time succeeded to reduce. From the result, the proposed method can reduce the total comparison time.

D. False positives evaluation

The experiment evaluates the false positives of the search result obtained by the proposed method. The false positives are the detection rate of innocent programs. The experimental setup was same as the previous experiment in Section III-C. Then, we obtained a set of class names \(N_R\) from the search results. Next, we compared the birthmarks corresponding extracted class names. Finally, we compute the false positive rates \(C_{FP} = \frac{FP}{N_R} = \frac{N_R \cap N_V}{N_R}\) from the comparison results by the previous birthmark system.

Table II shows the result of the experiment. Each line of Table II means each birthmark. The first and second columns show the length of \(|N_R|\) and \(FP\) (\(|N_R \cap N_V|\)) defined in Section II-E. The final column represents the false positive rate \(C_{FP}\) of the proposed method. Also, the false positive rates of each birthmark are shown in Figure 4. From the Figure 4 and Table II, the false positive rates of 2-gram, 3-gram, and UC birthmarks are under 7\%. This result shows that

\(^{5}\text{https://github.com/tamada/stigmata}\)

Fig. 3: The workflow of the experiments

Fig. 4: False positive rates of each birthmark
the search engine successfully detects the suspected copies. However, 4-gram, 5-gram, and 6-gram birthmarks are over about 80%. The result means the almost class names from the search engine were innocent programs. Although the false positives are acceptable, the correct rates of these birthmarks are extremely high. For more practical use, we should review the threshold \( \varepsilon \).

### E. False negatives evaluation

The experiment evaluates the false negatives of the search result obtained by the proposed method. The procedure of the experiment is as follows.

1) We chose 50 jar files randomly from Maven repository[11].
2) We extracted birthmarks from classes of all of every jar files (6,023 class files).
3) Then, we compared extracted birthmarks by the previous birthmark system. The comparison results are \( \mathcal{V} \) by filtering with \( \varepsilon = 0.75 \).
4) Next, we posted each birthmark of \( \mathcal{V} \), and we merge each result for obtaining \( \mathcal{R} \).
5) We investigated the search results \( \mathcal{R} \), and calculate false negative rate \( C_{FN} = \frac{\text{FN}}{|\mathcal{N}_V|} = \frac{|\mathcal{N}_V \setminus \mathcal{R}|}{|\mathcal{N}_V|} \).
6) In addition, we change threshold \( \varepsilon \) to 0.75, 0.5, and 0.25 and conduct above procedure.

Table III shows the result of false negatives check. The first column represents birthmarks. The following columns show \( |\mathcal{N}_V| \), false negatives, and false negative rate \( C_{FN} \) of each threshold \( \varepsilon \). Also, Figure 5 shows the false positive rates of each birthmark.

From the result, UC birthmark shows good false negative rates, since every \( C_{FN} \) are lower than 30%. On the other hand, k-gram birthmarks were not good false negative rates in \( \varepsilon = 0.75 \), since every \( C_{FN} \) is greater than 50%. In \( \varepsilon = 0.5 \), the false negative rates of 2-gram, and 3-gram birthmarks were lower than 30%. The k-gram birthmarks show good false negative rates in \( \varepsilon = 0.25 \) because the all of \( C_{FN} \) are lower than about 30%. Therefore, false negative values were improved by lowering the threshold \( \varepsilon \).

### F. Accuracy of the Proposed Method

The goal of the proposed method is to reduce the comparison time. We can accept the slightly worse of the comparison accuracy than the previous method. However, evaluating the performance of the proposed method is important concerns. Therefore, the experiment evaluates the accuracy of the proposed method by the metrics defined in Section II-E. The procedure of the experiment is same as the previous experiment.

Table IV describes the resultant metrics shown in Section II-E. The first column represents birthmarks. The following columns show \( M_a, M_p, M_e, \) and \( M_f \) in each threshold \( \varepsilon \). Precisions \( M_p \) of all of birthmarks and threshold shows over 98%, therefore, almost search results are suspected copies. However, the method could not detect actual copies by 5-gram and 6-gram in \( \varepsilon = 0.75 \) since recalls \( M_e \) in are lower than 20%. In \( \varepsilon = 0.5 \), the results show better the accuracies \( M_a \), recalls \( M_e \), and \( f \)-measures \( M_f \) than \( \varepsilon = 0.75 \). Also, in \( \varepsilon = 0.25 \), the metrics were more improved from \( \varepsilon = 0.5 \). Therefore, by lowering the threshold \( \varepsilon \), the accuracies of the proposed method improved. The appropriate threshold should be decided by the user’s discretion. Other methods for improving the accuracies are also important our future works.

### IV. Conclusion

This paper proposed the pre-comparison phase to narrow defendants from the enormous amount of programs. Our pre-comparison phase employed the search engine for fast com-
We evaluated the proposed method on two existing birthmark types, k-gram and UC birthmarks. The evaluation aspects were comparison time, false positives, false negatives, and accuracy of the proposed method. The result shows that our method reduced the total comparison time dramatically. However, false negative rates were not good except UC birthmarks in default threshold $\varepsilon = 0.75$. By lowering the threshold, the accuracies of the proposed method could improve. In the future works, the appropriate threshold will be found out. Also, the method for improving the accuracies is also the important concern.

### REFERENCES


### TABLE III: Result of false negatives evaluation

| Birthmark | $|N_{V_1}|$ | $|N_{M} \cap N_{V_1}|$ | $|N_{V_2}|$ | $|N_{M} \cap N_{V_2}|$ | $|N_{M}|$ | $|N_{V_1}|$ | $|N_{M} \cap N_{V_1}|$ | $|N_{V_2}|$ | $|N_{M} \cap N_{V_2}|$ | $|N_{M}|$ | $|N_{V_1}|$ | $|N_{M} \cap N_{V_1}|$ | $|N_{V_2}|$ | $|N_{M} \cap N_{V_2}|$ | $|N_{M}|$ |
|-----------|----------|-------------------------|----------|-------------------------|--------|----------|-------------------------|----------|-------------------------|--------|----------|-------------------------|----------|-------------------------|--------|----------|-------------------------|--------|
| 2-gram    | 5,898    | 3,302                   | 56.00%   | 5,898                   | 1,317  | 22.53%   | 5,898                   | 1,058    | 17.93%                  |        | 5,898                   | 1,058    | 17.93%   |
| 3-gram    | 5,898    | 4,218                   | 71.52%   | 5,898                   | 1,514  | 25.68%   | 5,898                   | 1,087    | 18.44%                  |        | 5,898                   | 1,087    | 18.44%   |
| 4-gram    | 5,900    | 4,867                   | 79.45%   | 5,900                   | 2,020  | 34.23%   | 5,900                   | 1,287    | 21.81%                  |        | 5,900                   | 1,287    | 21.81%   |
| 5-gram    | 5,900    | 4,836                   | 81.97%   | 5,900                   | 2,498  | 42.33%   | 5,900                   | 1,741    | 29.52%                  |        | 5,900                   | 1,741    | 29.52%   |
| 6-gram    | 5,900    | 5,010                   | 84.92%   | 5,900                   | 2,748  | 46.58%   | 5,900                   | 1,812    | 30.71%                  |        | 5,900                   | 1,812    | 30.71%   |
| UC        | 5,910    | 1,665                   | 28.17%   | 5,910                   | 1,514  | 25.68%   | 5,910                   | 1,812    | 30.71%                  |        | 5,910                   | 1,812    | 30.71%   |

### TABLE IV: Metrics of the proposed method

<table>
<thead>
<tr>
<th>Birthmark</th>
<th>$M_a$</th>
<th>$M_p$</th>
<th>$M_r$</th>
<th>$M_f$</th>
<th>$M_a$</th>
<th>$M_p$</th>
<th>$M_r$</th>
<th>$M_f$</th>
<th>$M_a$</th>
<th>$M_p$</th>
<th>$M_r$</th>
<th>$M_f$</th>
</tr>
</thead>
<tbody>
<tr>
<td>2-gram</td>
<td>44.99%</td>
<td>99.59%</td>
<td>44.00%</td>
<td>61.04%</td>
<td>77.40%</td>
<td>99.04%</td>
<td>77.67%</td>
<td>87.06%</td>
<td>81.66%</td>
<td>99.04%</td>
<td>82.07%</td>
<td>89.76%</td>
</tr>
<tr>
<td>3-gram</td>
<td>29.76%</td>
<td>99.25%</td>
<td>28.48%</td>
<td>44.26%</td>
<td>74.15%</td>
<td>99.04%</td>
<td>74.32%</td>
<td>84.92%</td>
<td>81.47%</td>
<td>99.04%</td>
<td>81.56%</td>
<td>89.45%</td>
</tr>
<tr>
<td>4-gram</td>
<td>22.04%</td>
<td>99.30%</td>
<td>20.55%</td>
<td>34.06%</td>
<td>65.87%</td>
<td>99.08%</td>
<td>65.77%</td>
<td>79.06%</td>
<td>77.93%</td>
<td>99.09%</td>
<td>78.19%</td>
<td>87.40%</td>
</tr>
<tr>
<td>5-gram</td>
<td>19.57%</td>
<td>99.21%</td>
<td>18.03%</td>
<td>30.52%</td>
<td>57.93%</td>
<td>98.95%</td>
<td>57.67%</td>
<td>72.87%</td>
<td>70.38%</td>
<td>98.99%</td>
<td>70.48%</td>
<td>82.34%</td>
</tr>
<tr>
<td>6-gram</td>
<td>16.71%</td>
<td>99.29%</td>
<td>15.08%</td>
<td>26.19%</td>
<td>53.77%</td>
<td>98.87%</td>
<td>53.42%</td>
<td>69.36%</td>
<td>69.25%</td>
<td>99.02%</td>
<td>69.29%</td>
<td>81.53%</td>
</tr>
<tr>
<td>UC</td>
<td>72.00%</td>
<td>99.50%</td>
<td>71.83%</td>
<td>83.43%</td>
<td>90.94%</td>
<td>99.34%</td>
<td>91.38%</td>
<td>95.19%</td>
<td>90.97%</td>
<td>99.34%</td>
<td>91.41%</td>
<td>95.21%</td>
</tr>
</tbody>
</table>